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# **Введение**

В настоящее время, с увеличением количества данных и сложности задач, появляется необходимость в разработке эффективных алгоритмов и структур данных для их обработки. Алгоритмы поиска пути и структурное программирование являются ключевыми компонентами в различных областях, таких как компьютерные игры, робототехника, геоинформационные системы и многие другие. В данной курсовой работе рассматриваются два основных алгоритма поиска пути - жадный алгоритм и алгоритм A\*. Результатом будет является программа с алгоритмами поиска пути на языке программирования Python с использованием структур данных.

## **Цель работы**

Цель данной курсовой работы состоит в изучении и реализиции алгоритмов поиска пути и структурного программирования на языке программирования Python. В работе будут рассмотрены основные алгоритмы поиска пути, такие как жадный алгоритм, алгоритм A\*.

## **Задачи**

1. Изучить теоретические аспекты структурного программирования, включая основные принципы и концепции, структуры данных и принципы построения алгоритмов.

2. Изучить алгоритмы, включая алгоритм A\* и жадный алгоритм, поиска пути на графах.

3. Разработать программный код на языке Python на основе изученных алгоритмов поиска пути для поиска маршрута в лабиринте, используя структурное программирование и структуры данных.

4. Протестировать и отладить программный код, а также пояснить принцип его работы.

**Основная часть**

## **Теоретические аспекты структурного программирования**

Структурное программирование - это методология программирования, которая была разработана в 1960-х годах. Она основана на использовании структурных блоков (таких как последовательность, ветвление и циклы), которые образуют иерархическую структуру программы. Основная идея структурного программирования заключается в том, что программа должна быть разбита на небольшие блоки, каждый из которых выполняет определенную задачу, и эти блоки должны соединяться в определенном порядке, чтобы получить полную программу [1].

Структурное программирование стало основой для различных методологий программирования, таких как объектно-ориентированное программирование и функциональное программирование [1].

### **Основные принципы и концепции структурного программирования**

Структурное программирование предполагает использование структурных блоков, таких как последовательность, ветвление и циклы. Эти блоки позволяют описывать логику программы и разбивать ее на более мелкие и понятные части.

Декомпозиция - это процесс разбиения программы на более мелкие и понятные части. Это позволяет упростить программу и облегчить ее понимание и сопровождение. Декомпозиция может быть выполнена на разных уровнях, начиная от общей структуры программы до отдельных функций и процедур.

Не мало важным является использование явных и понятных структурных блоков, которые позволяют программистам легко понимать логику программы и ее структуру. Это также позволяет упростить отладку и сопровождение программы [2].

Структурное программирование также предполагает использование модульной структуры программы. Модули - это независимые части программы, которые могут быть использованы в других проектах. Это позволяет сократить время разработки и упростить сопровождение программы. Тестирование позволяет выявлять ошибки и дефекты программы и улучшать ее качество.

В целом, структурное программирование позволяет программистам легко понимать логику программы и ее структуру, что облегчает ее сопровождение и доработку [1].

Хотя оно имеет множество преимуществ, оно также имеет некоторые недостатки.

Недостаток структурного программирования заключается в том, что оно может ограничивать свободу программистов при разработке сложных программ. Сложные программы могут требовать использования более сложных структур, которые не всегда могут быть выражены в данных рамках. Кроме того, оно может быть неэффективным в некоторых ситуациях, например, когда требуется обработка больших объемов данных или, когда необходимо реализовать сложные алгоритмы [2].

Однако, несмотря на эти недостатки, структурное программирование остается одним из наиболее популярных и эффективных подходов к программированию.

### **Структуры данных и их применение в программировании**

Структуры данных - это способ организации и хранения данных, который обеспечивает эффективный доступ и возможность редактирования. Они играют важную роль в программировании, поскольку позволяют эффективно хранить и обрабатывать большие объемы данных [3].

Существует множество различных структур данных, каждая из которых предназначена для определенных типов данных и задач. Некоторые из наиболее распространенных структур данных включают в себя:

- Массивы: это упорядоченная коллекция элементов, которые могут быть одного типа данных. Они могут использоваться для хранения данных, таких как числа, строки или объекты.

- Списки: это упорядоченная коллекция элементов, которые могут быть различных типов данных. Они могут использоваться для хранения данных, таких как имена, адреса или другие свойства.

- Деревья: это структура данных, которая использует иерархическую организацию элементов, где каждый элемент имеет один или несколько элементов-потомков. Они могут использоваться для хранения и обработки данных, таких как иерархические структуры, например, файловые системы или структуры данных, такие как бинарные деревья поиска. (Рис.1)
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- Графы: это структура данных, которая использует набор вершин и ребер для представления отношений между элементами. Они могут использоваться для решения задач, таких как поиск кратчайшего пути или определение связей между элементами. (Рис.2)
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Применение структур данных в программировании может быть разным, в зависимости от конкретной задачи. Они могут использоваться для хранения и обработки данных, поиска элементов в больших наборах данных, сортировки элементов, обхода деревьев и графов, реализации алгоритмов поиска пути и многого другого [3].

## **Алгоритмы поиска пути**

Алгоритмы поиска пути используются для нахождения оптимального маршрута между двумя точками в заданной области, такой как карта или сетка. Существует множество различных алгоритмов, каждый из которых имеет свои преимущества и недостатки в зависимости от конкретной задачи и условий, таких как размер области поиска, количество препятствий, требуемая точность и эффективность [3].

Мы рассмотрим два из них, это жадный алгоритм и алгоритм А\*.

### **Алгоритм А\***

Наилучшим алгоритмом для поиска оптимальных путей в различных пространствах является A\*.

Принцип работы алгоритма A\* основывается на использовании эвристики, чтобы выбрать более эффективный путь. Результатом работы алгоритма является наименьшее количество шагов, необходимых для достижения цели [5].

A\* пошагово просматривает все пути, ведущие от начальной вершины в конечную, пока не найдет минимальный путь. Как и все эвристические алгоритмы поиска, он просматривает сначала те маршруты, которые «кажутся» ведущими к цели. От «жадного алгоритма», который тоже является алгоритмом поиска по первому лучшему совпадению, его отличает то, что при выборе вершины он учитывает, помимо прочего, весь пройденный до неё путь [7].

Составляющая g(x) — это стоимость пути от начальной вершины, а не от предыдущей, как в жадном алгоритме. В начале работы просматриваются узлы, смежные с начальным; выбирается тот из них, который имеет минимальное значение f(x), после чего этот узел раскрывается. На каждом этапе алгоритм оперирует с множеством путей из начальной точки до всех ещё не раскрытых (листовых) вершин графа — множеством частных решений, — которое размещается в очереди с приоритетами. Приоритет пути определяется по значению f(x) = g(x) + h(x). Алгоритм продолжает свою работу до тех пор, пока значение f(x) целевой вершины не окажется меньшим, чем любое значение в очереди, либо пока всё дерево не будет просмотрено. Из множества решений выбирается решение с наименьшей стоимостью [6].

Алгоритм хорошо подходит для поиска пути на карте или в игре, где необходимо найти оптимальный путь между двумя точками, учитывая препятствия или другие ограничения. Он может быть использован для поиска маршрутов в GPS-навигации, робототехнике, автоматическом пилотировании и других областях.

### **Жадный алгоритм**

Жадные алгоритмы — это алгоритмы, которые, на каждом шагу принимают локально оптимальное решение, не заботясь о том, что будет дальше. Они не всегда верны, но есть задачи, где жадные алгоритмы работают правильно.

Они не смотрят в будущее, чтобы выбрать глобальное оптимальное решение. Их интересует только лучшее решение в данный момент. Но общее оптимальное решение может отличаться от решения, которое выбирает алгоритм на каждом шаге своей работы. Так же они никогда не оглядываются назад на то, что сделали, чтобы понять, нужна ли глобальная оптимизация [5].

Жадные алгоритмы очень быстрые. Намного быстрее, чем две другие альтернативы. Они популярные, потому что они быстрые.

Данный алгоритм для поиска путей может использоваться в различных областях, таких как GPS-навигация, автоматический пилотирование, робототехника и других. Он может быть полезен в случаях, когда необходимо быстро найти путь к конечной точке и оптимальность пути не является критически важной. Однако, если требуется найти оптимальный путь, то жадный алгоритм может не дать правильного решения и более сложные алгоритмы, такие как A\*, могут быть более подходящими [4].

# **Практическая часть**

## **Реализация алгоритма**

1. Для начала создаем функцию read\_maze(), которая считывает лабиринт из файла с именем filename и возвращает его в виде списка списков. Для открытия файла используем конструкцию with open() as f, которая считывает его содержимое в список maze, где каждый элемент списка представляет собой строку лабиринта, преобразованную в список символов.

2. Далее для определения высоты и ширины лабиринта, используем функцию len(). Затем программа ищет все проходы в лабиринте и добавляет их в список passages. Из этого списка выбирается случайная клетка, в которой будет находиться ключ.

3. Функция get\_neighbors() принимает на вход лабиринт maze и клетку cell в виде кортежа (row, col). Она определяет соседей клетки cell, проверяя, находятся ли они внутри лабиринта и не являются ли стенами. Валидные соседи добавляются в список valid\_neighbors, который затем возвращается функцией.

4. Функция get\_heuristic() нужна, чтобы вычислять эвристическое расстояние от ячейки до ключа или конечной точки, с помощью формулы Евклида sqrt((cell[0] - end[0]) \*\* 2 + (cell[1] - end[1]) \*\* 2), где cell[0] и cell[1] — координаты текущей ячейки, а end[0] и end[1] — координаты конечной точки. Результат вычислений возвращается функцией.

5. Жадный алгоритм

1. Определение стартовой точки start и точки с ключом key.

2. Создание стека stack, содержащего кортежи (current, path), где current - текущая точка, а path - путь до текущей точки.

3. Создание множества visited, содержащего посещенные точки.

4. Пока стек stack не пуст, извлекаем кортеж (current, path) из стека.

5. Если current является точкой с ключом, возвращаем путь path.

6. Добавляем current в множество visited.

7. Получаем список валидных соседей neighbors для текущей точки с помощью функции get\_neighbors().

8. Сортируем список neighbors по возрастанию эвристического расстояния до точки с ключом с помощью лямбда-функции.

9. Для каждого соседа neighbor из списка neighbors проверяем, не посещали ли мы его ранее. Если нет, добавляем кортеж (neighbor, path + [neighbor]), где neighbor — это координаты соседней точки, а path + [neighbor] — это путь до неё, в стек stack.

10. Если путь до точки с ключом не найден, возвращаем None.

6. Алгоритм А\*

Программа find\_path\_a\_star использует алгоритм A\* для поиска кратчайшего пути от случайно сгенерированного ключа до конца лабиринта.

1. Функция сначала устанавливает переменную key в глобальную переменную random\_key, которая является кортежем из двух целых чисел, представляющих координаты ключа в лабиринте.

2. Переменная end устанавливается в кортеж из двух целых чисел, представляющих координаты конца лабиринта. Конец предполагается вторым с конца элементом в последнем ряду лабиринта.

3. Инициализируется очередь с приоритетом с помощью класса PriorityQueue из модуля queue. Очередь будет хранить кортежи, содержащие приоритет, текущую ячейку и путь, пройденный для достижения этой ячейки.

4. Начальная точка поиска добавляется в очередь с приоритетом 0. Текущая ячейка устанавливается в key, а путь устанавливается в список, содержащий только key.

5. Создается пустое множество visited, которое будет использоваться для отслеживания посещенных ячеек.

6. Основной цикл функции работает, пока очередь с приоритетом не пуста.

7. В каждой итерации цикла ячейка с наибольшим приоритетом удаляется из очереди. Приоритет определяется суммой длины пройденного пути до ячейки и оценочного расстояния до конца лабиринта, рассчитанного с помощью функции get\_heuristic.

8. Если текущая ячейка является концом лабиринта, функция возвращает длину пути и сам путь, в противном случае текущая ячейка добавляется в множество visited.

10. Вызывается функция get\_neighbors, чтобы найти все допустимые соседние ячейки текущей ячейки.

11. Для каждой соседней ячейки, которая еще не была посещена, создается новый путь, добавляя соседа в конец текущего пути: new\_path = path + [neighbor].

12. Приоритет нового пути рассчитывается путем добавления длины пути к соседу до оценочного расстояния от соседа до конца лабиринта: priority = len(new\_path) + get\_heuristic(neighbor, end).

13. Сосед, его новый путь и его приоритет добавляются в очередь с приоритетом.

14. Если путь до конца лабиринта не найден, функция возвращает None.

7. В функции main() происходит чтение лабиринта из файла maze-for-u.txt с помощью функции read\_maze(), которая возвращает двумерный список, представляющий лабиринт.

Далее вызываем функции find\_path(maze) и find\_path\_a\_star(maze), которые ищут путь через лабиринт. Результаты этих функций сохраняются в переменных path1 и path2. Из переменной path2 извлекается только путь, который сохраняется в переменной path22.

В цикле for по всем точкам в path1, соответствующие ячейки в лабиринте заменяем на символ «.», также в path22 на символ «,».

Затем, результат изменений сохраняем в двух строках res1 и res2.

Результат записывается в файл rezultat.txt с помощью контекстного менеджера with open() as f: и функции записи f.write().

В конце функции main() вызывается, чтобы запустить программу.

## **Пример работы алгоритма**

Файл «rezultat.txt», получившийся в результате работы алгоритма, представляет собой лабиринт, где «#» - стена, а пустое пространство - коридор.

«.» - траектория пути жадного алгоритма, «,» - траектория пути алгоритма А\*, «\*» - ключ. В качестве примера рассмотрим небольшой участок с ключом.(Рис.3)

![](data:image/png;base64,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)

*Рисунок 3. Участок итогового лабиринта*

# **Заключение**

В заключении можно отметить, что изучение алгоритмов поиска пути и структурного программирования является важным для разработки программных продуктов и решения различных задач в области информационных технологий.

В работе были рассмотрены различные алгоритмы поиска пути, такие как жадный и алгоритм A\*. Было показано, как эти алгоритмы могут использоваться для решения задач поиска кратчайшего пути в лабиринте.

Также рассмотрели структурное программирование и его основные принципы, такие как использование для хранения и обработки данных, поиска элементов в больших наборах данных, сортировки элементов, обхода лабиринта, реализации алгоритмов поиска пути и многого другого. На примере написания программы мы показали данные принципы.

В целом, цель курсовой работы была достигнута. В результате мы получили программу, которая может прокладывать маршруты в лабиринте и находить кратчайший путь с сохранением результата в файл.

# **Список литературы**

1. Программирование на языке Python. Основы структурного программирования: учебное пособие для вузов / Майков К. А., Пылькин А. Н., Соколова Ю. С. [и др.]. – 2021. – 123 с. (Дата обращения: 27.05.2023)
2. Авачева Т. Г., Пруцков А. В. Современный взгляд на концепцию структурного программирования // Cloud of Science. — 2019. (Дата обращения 27.05.2023)
3. Совершенный алгоритм. Графовые алгоритмы и структуры данных. / Рафгарден Тим - Текст: электронный - 2019. URL:

<https://dokumen.pub/1nbsped-978-5-4461-1272-2.html> (Дата обращения 28.05.2023)

1. Жадные алгоритмы// Habr / [Электронный ресурс]. URL: https://habr.com/en/articles/120343/ (Дата обращения: 24.05.2023)
2. Алгоритмы на графах. Алгоритмы нахождения кратчайшего пути// ИНТУИТ национальный открытый университет/ [Электронный ресурс]. URL: <https://intuit.ru/studies/courses/648/504/lecture/11475?page=2> (Дата обращения: 24.05.2023)
3. Алгоритм поиска пути. Алгоритм А\*. Обход препятствий. / Bryan Stout, -1997. Перевод Maxim Kamensky. – 2000. / [Электронный ресурс]. URL: <http://pmg.org.ru/ai/stout.htm>
4. Эвристики для поиска кратчайших путей: статья / Викиконспекты. -2016. / [Электронный ресурс]. URL:

<https://neerc.ifmo.ru/wiki/index.php?title=%D0%AD%D0%B2%D1%80%D0%B8%D1%81%D1%82%D0%B8%D0%BA%D0%B8_%D0%B4%D0%BB%D1%8F_%D0%BF%D0%BE%D0%B8%D1%81%D0%BA%D0%B0_%D0%BA%D1%80%D0%B0%D1%82%D1%87%D0%B0%D0%B9%D1%88%D0%B8%D1%85_%D0%BF%D1%83%D1%82%D0%B5%D0%B9> (Дата обращения: 24.05.2023)

# **Приложение**

## **Листинг программы**

from queue import PriorityQueue

from math import sqrt

import random

def read\_maze(filename):

with open(filename) as f:

maze = [[char for char in line.strip()] for line in f]

return maze

height = len(read\_maze("maze-for-u.txt"))

width = len(read\_maze("maze-for-u.txt")[0])

passages = []

for i in range(height):

for j in range(width):

if read\_maze("maze-for-u.txt")[i][j] == " ":

passages.append((i, j))

random\_key = random.choice(passages)

def get\_neighbors(maze, cell: tuple[int, int]):

row, col = cell

neighbors = [(row - 1, col), (row + 1, col), (row, col - 1), (row, col + 1)]

valid\_neighbors = []

for neighbor in neighbors:

row, col = neighbor

if 0 <= row < len(maze) and 0 <= col < len(maze[0]) and maze[row][col] != "#":

valid\_neighbors.append(neighbor)

return valid\_neighbors

def get\_heuristic(cell, end):

return sqrt((cell[0] - end[0]) \*\* 2 + (cell[1] - end[1]) \*\* 2)

# Жадный алгоритм

def find\_path(maze):

start = (0, 1)

key = random\_key

stack = [(start, [start])]

visited = set()

while stack:

current, path = stack.pop()

if current == key:

return path

visited.add(current)

neighbors = get\_neighbors(maze, current)

neighbors.sort(key=lambda neighbor: get\_heuristic(neighbor, key))

for neighbor in neighbors:

if neighbor not in visited:

stack.append((neighbor, path + [neighbor]))

return None

def find\_path\_a\_star(maze):

key = random\_key

end = (len(maze) - 1, len(maze[0]) - 2)

queue = PriorityQueue()

queue.put((0, key, [key]))

visited = set()

while not queue.empty():

p, current, path = queue.get()

if current == end:

return p, path

visited.add(current)

for neighbor in get\_neighbors(maze, current):

if neighbor not in visited:

new\_path = path + [neighbor]

priority = len(new\_path) + get\_heuristic(neighbor, end)

queue.put((priority, neighbor, new\_path))

return None

def main():

filename = "maze-for-u.txt"

maze = read\_maze(filename)

path1 = find\_path(maze)

path2 = find\_path\_a\_star(maze)

path22 = path2[1]

for place in path1:

maze[place[0]][place[1]] = "."

res1 = ""

for line in maze:

res1 += "".join(line) + "\n"

for place in path22:

maze[place[0]][place[1]] = ","

res2 = ""

for line in maze:

res2 += "".join(line) + "\n"

with open("rezultat.txt", "w") as f:

f.write(res2)

main()